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Abstract

Development of a Java programming environment with

theorem proving function for supporting algorithm learning

Takashi KATO

The main targets of algorithm learning (especially in the early phase) are to be
able to image the flow of the process and to realize the image in a form of program. A
learner is required to be able to design a correct program based on these things. To
guarantee a program is formally correct, one have to verify that program. Repetition of
programming and verifying helps to acquire how to design correct programs. Therefore
in this study, we develop an environment of Java programming for algorithm learning
that enables to formally verify a program without enough knowledge of verification.
Firstly we, implement a editor for learning predefined basic algorithms. We also imple-
ment a tool (code converter) that converts a natural language specification into JML
code. Finally, we check whether the code converter can correctly convert a specification
into JML code. As a result, the words and grammar defined in the tool were converted
correctly. We also check whether sufficient verification can be performed using gener-
ated JML code. As a result, we found that sufficient verification cannot be performed

and auxiliary specifications such as loop invariants and lemmas are necessary.
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