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Abstract

Development of a duplicate code detection tool that

automatically adapts to arbitrary programming languages

Tatsuro IMAIT

We call a part of the same or similar code that exists in two or more places in the
source code the duplicate code. If some problems are found on the duplicate code, it is
likely to make the same modifications on all of the duplicate code.

Methods for automatically detecting duplicate code have been proposed so far.
As one of the methods, there is a technique to detect a duplicated code based on the
sequence of tokens in a source code. CCFinderX is the typical implementation of that
technique.

However, duplicate code detection tools proposed so far have a fixed input language
and cannot detect duplicate code of other languages unless we do not modify the tool.
Hence, in this study, we propose a duplicate code detection tool that automatically
adapts to arbitrary programming languages. This tool preprocesses the sequence of
tokens in a source code, and it considers the tokens with high frequency to be reserved
words. It is expected that we can detect semantically similar codes as a duplicate
code by choosing the appropriate number of words considered to be reserved words.
We compared the output of CCFinderX and the proposed method and examined the
appropriate number of reserved words. Moreover, we confirmed that the proposed
method can detect most of the duplicate codes that was detected by CCFinderX. On

the other hand, we found that the proposed method also detected impractical, needless
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duplicate codes. Furthermore, we examined a hypothesis that an appropriate number
of reserved words has a correlation to the number of the different tokens in a source
code, and we could not find such correlation in the open-source softwares used in an

experiment.
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