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Abstract

Rule-Based Automatic Detection of Buffer Overflow

Vulnerability

Miki Urabe

Buffer overflow (BOF) is one of the most important software vulnerability. The
C programming language which is popular as a software description language, is a
high possibility of buffer overflow because the programmer consider must the memory
management. Therefore, buffer overflow protection is important and measures to protect
the C program from the buffer overflow is important.

Shahriar et al. proposed a rule-base detection and patching method of BOF vulner-
abilities. However, in this approach the programmer should apply the proposed patching
rules manually. Developing an automated tool for applying the rules is desired.

In this study, we build an automatic detection system that finds a buffer overflow
vulnerability using Sharriar’s rules.

We implemented some of the rules and confirmed that our system automatically
detected a number of known vulnerabilities in open source software.

The future work includes automation of the rest of the rules, automation of patch-

ing, and reduction of false positives using static analysis.
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