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Abstract

Design and Implementation of a Type Dispatcher

Generating Tool for Virtual Machines

Takafumi KATAOKA

We are developing a JavaScript virtual machine (VM) for embedded systems.
JavaScript is a programming language that has rich facilities. Thus, JavaScript VMs
tend to be large size. Typically, embedded systems are poor in computing resources
such as CPU and memory. This makes it difficult to use JavaScript VMs on embed-
ded systems. Therefore, JavaScript VM for embedded systems should be small and
faster. To address this problem, we take an approach to make a dedicated VM for each
JavaScript program that only has facilities of JavaScript that are used in the program
in order to make the VM smaller and quicker. In this research, we focus on represen-
tation of types. Our VM represents types in two ways. Some types are represented
by pointer tagging; we embed type information in spare bits of pointers to the objects.
The others are represented by storing type information in the header of each object.
Though type can be examined quicker with pointer tagging, the spare bits are too few
to distinguish all types. The over all execution time of a program is short if we represent
frequently used types in the program by pointer tagging. Therefore, we are planning
to make dedicated VMs that use the appropriate type representation for each program.
The type dispatcher depends on how types are represented. Type dispatcher selects an
appropriate data processing routine based on the type of given data. However, it is

time consuming to rewrite all type dispatch code every time we change representation
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of types because JavaScript VM performs type dispatching in many places in its source
code.

In this study, we developed a tool that automatically generates VM source code
containing a type dispatcher corresponding to the given definition of type representation.
Our tool receives the definition of the instructions of the VM where the type dispatching
process is abstracted away. The definition of the instraction is described in a domain
specific language (DSL) that we also developed. Our tool generates source code for each
VM instruction into separate files.

We evaluated our tool by developing two VMs with different type representation
using our tool. One of the type representation is specialized to frequent use of strings.
The other is specialized to frequent use of arrays. These two VMs passed our 75 test
cases. We also confirmed that our tool makes it easy to develop VMs that have different
type representations. Furthermore, we mesured performance of the two VMs by using
two benchmark programs; one is a program that uses strings frequently and the other
is a program that uses arrays frequently. As a result we found that the VM specialized
to use of strings was faster in the execution of the program that uses strings frequently,
and the VM specialized to use of arrays was faster in the execution of the program that

uses arrays frequently. This result indicates usefulness of our tool.

key words virtual machine, JavaScript, program specialization, embedded system
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